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Abstract

The use and development of open source software has
increased significantly within the last decade. With it has
come an increased, and necessary, use of version control
tools to provide project management. A typical repository
contains a mine of information that is not always obvious,
and not easy to comprehend in its plain form. A
visualisation has been created from this information to
display how the repository has evolved. The visualisation
allows the user to see where the active areas of the
project are, how often, and how, changes are made, and
how work is shared out across the project. Colour, layout
and animation are all important features of the
visualisation. In addition, issues of the importance and
use of animation and consistency are raised. A prototype
tool has also been developed to show how the
visualisation works in practice.

1. Introduction

The development and use of open-source software has
increased significantly in the last few years [1]. Online
repositories such as SourceForge [2] actively encourage
and support the concurrent development of open-source
projects, with a version control system to aid the
development of the project.

An important part of these repositories is that they
encourage anyone to participate in the development of the
project. Many of these participants will never have met,
and the sole source of communication will be mailing
lists, or failing that, examination of the source code itself.
The vast majority of the participants also do not work on
the project full-time [1]. This means that it is unlikely that

the participant will have a good understanding of the
current state of the software project, particularly with a
large number of developers working simultaneously. It is
not uncommon for such projects to have weekly releases.
Consequently, being unable to work on the project for
even a short length of time may make it difficult for the
participant to come to terms with the recent progress. The
documentation, and particularly a change log, may aid
this process, but the presence of this information can not
be guaranteed.

Alternatively, it may be the case that a skilled software
engineer wishes to join the project. As stated, the
documentation often falls behind the current state of the
software, and so the engineer must rely on the source
code to comprehend the system. However, with possibly
hundreds or thousands of files of source code to consider,
and little idea of the importance of each, it may be that the
engineer decides not to make that initial investment. The
result is that the skills that they could have contributed to
the project would be lost. In addition, it may not be
apparent from the documentation who has responsibility
for the various parts of the project, or who has the best
understanding of the area. In this case, knowledge
possessed by the more experienced developers working
on the project may never be transferred.

A final picture is that of a manager of the project. It
may be that they wish to understand the areas of the
source code undergoing most development, and those that
have not been recently worked on. Alternatively, they
may wish to examine the reliability of code developed by
a particular author, perhaps in order to encourage them to
work on a more or less critical part of the project. Finally,
they may wish to see the parts of the project that become
affected when new functionality is implemented.



These scenarios are realistic, and may be applied to
small-medium sized software projects (about 50 - 500K
LOC). Typically, these projects could be anything from
serious development tools and environments through to
multi-player networked games. There is clearly no single
solution to completely solve all of these problems.
However, much relevant information can be gleaned
solely from the version control repository that is an
integral part of such open-source projects, as
demonstrated by [3],[4], allowing conclusions to be
drawn about the state and direction of the project.

Almost all version control systems will contain some
means of viewing the current state of the repository. This
is normally done using a text-based system, for example
by CS-RCS [5]. Some newer systems (such as VRCE [6])
will also allow the viewing of the structure of a file within
that repository, allowing information about a particular
revision to be viewed quickly. However, what is less well
supported is the viewing information relating to the entire
repository. Due to the size of a typical repository, and
number of relations that exist within this data, the task is
one well suited to visualisation. Knight [7] states that
software visualisation “makes use of various forms of
imagery to provide insight and understanding and to
reduce complexity of the existing software system under
consideration.”  Therefore, by showing the information
within the repository using visualisation techniques, it is
hoped to provide an increased understanding of specific
parts of the project, with the aim of finding some partial
solutions to the problems encountered when
comprehending open source software.

2. Similar work

At least two visualisations have been developed which
take this approach specifically. VRCS [8], shown in
figure 1, shows clearly the relationships that exist within a
small repository. A graph drawn in 3D space is used to
show the state of the repository - heavy lines show the
evolution of an individual file, and light lines indicate
how these files affect particular releases. Time is shown
using the Z-axis. The visualisation is very clear on a small
scale - it is easy to see that file A has gone through four
revisions, with v.3 used for the second release of the
system. However, Young when evaluating Zebedee [9] - a
visualisation using 3D space to lay out a call graph -
commented that the visualisation ran into problems as the
size and scale of the graph increased, often with the 3D
nature of the graph contributing to the apparent
complexity. Therefore, the benefits of VRCS when used
with much larger projects are unclear.

Figure 1 - VRCS [8]

The second, more promising, alternative to solving the
problems set is 3DSoftVis [10], shown in figure 2.
Although initially more difficult to understand than
VRCS, a similar amount of information is displayed
whilst handling repositories of a much larger scale. This
visualisation is a result of zooming in to a subsystem of a
much larger software project. Each column represents a
file within that subsystem. Each row represents the state
of that file at a given Release Sequence Number (RSN).
Each RSN represents a release of the software. The colour
of a square indicates the RSN at which it was last
changed.

It can be seen from figure 2 that modules A and B
were created at release five of the system, and have since
undergone four changes. Module C has been modified at
every release, in contrast to module D that has remained
unchanged. Modules E and F were introduced for release
4, and Modules G to L were no longer incorporated at this
point.

This visualisation also has a number of problems
however. Firstly, although capable of handling a large
number of modules - the visualisation has the potential for
displaying several hundred - the number of releases that
can be shown is limited, as a separate colour is required
for each. Individual revisions that occur between releases
are also considered as a single entity. Whether this
abstraction is useful depends very much on the frequency
of releases of the project. Projects that have releases every
day will quickly exceed the number of colours that can be
differentiated clearly. A project that has files updated
frequently, but has a formal release on an infrequent
basis, will abstract away many of the changes that a
developer would be interested in.



Figure 2 - 3DSoftVis [10]

Although 3DSoftVis covers some of the management
aspects of the set problem, neither is ideally suited to the
user. In the case of VRCS, although the detail exists it is
presented in a restrictive and, on a realistic scale,
confusing manner. In the case of 3DSoftVis, much of the
interesting detail is abstracted away. It would be difficult
to provide this information using the same view however,
and so an alternative method is presented. This method
provides most of the detail of the structure of the
repository provided by VRCS at the cost of a less
extensive view provided by 3DSoftVis. Furthermore, this
alternative view allows more information from the log
files to be displayed; dates can be considered in addition
to the system releases, and there is support for providing
more details of how the files have been modified, and by
whom.

3. Revision Towers

Revision Towers, as with VRCS and 3DSoftVis, uses
data obtained from typical version control log files. In this
case, the visualisation is based around the information
provided by using the ‘ log’  options available within the
version control systems RCS and CVS. This information
can be provided quickly and easily, without extensive
processing of the entire project. The log provides details
for each file within the project, containing information
such as the user who checked in the file, the date, and the
version number. Also included is the number of lines
changed since the last version, and a comment field which
should be filled by the author when checking in.

A tower, shown in figure 3, represents two log files
that are viewed side by side. (Towers are displayed in full
colour, but have been converted to greyscale for printing
purposes.) The central section represents software
releases, as recorded within the log file, with earliest
releases at the base of the tower, and the latest, as yet

unreleased, at the very top. Each side section represents
the history of a file, and how the individual versions of a
file map to the releases.

Figure 3 - A revision tower

The towers are then displayed in a grid formation to
fill the available display area, ordered according to the
date of file creation. The visualisation can be seen as one
with similarities to 3DSoftVis, but where modules are
paired off and separated. The purpose of this is to allow
one-to-one comparisons to be made. The main intention
of this is to compare a header file (.h) and an
implementation file (.c) against each other, and so is
particularly appropriate for a language using this structure
such as C, or C++. In particular, use is made of the fact
that header files and implementation files are usually
named identically. This allows pairings to be generated
automatically from the log file, without requiring further
parsing of the actual files within the repository. This
reduces the processing requirements significantly,
allowing visualisations to be generated very rapidly. A
header file will always be shown on the left side of the
tower, and an implementation file on the right, to
emphasise the differences between the two types of file.

Each tower is initially normalised to be the same
height, and each release (central segment) given an equal
proportion of this height. This provides an immediately
accessible view that can be understood by a novice user.
However, the visualisation supports the resizing of the
central segments according to release date. Whereas ten
file updates within a single release may appear intensive
with the default view, if this release was shown to have
taken ten times longer than the average release, a more
accurate picture is obtained. A similar feature allows
segments to represent a timeline, with segments
representing days, weeks or months depending on the
frequency of development. This is particularly useful
when the ‘symbolic name’  feature within the log file is
not used, as an automatic and accurate visualisation can
still be created.



Each side segment of the tower represents a specific
version of the file. The side segments have variable
widths, and by default are used to show the change in file
size. Although an RCS log file does not include the
number of lines of code within a file, it does specify the
number of lines that have been inserted, and the number
deleted. As this information can be inaccurate depending
on how the changes were made, the visualisation does not
treat inserted lines and deleted lines separately, but rather
relies on an aggregate of the two to show the overall
difference.

The height of the side segment may be set in one of
two ways. The heights may be allocated within the space
of that release. For example, a file undergoing two
revisions within one release would mean each side
segment had a height that was half of the height allocated
to the central release segment. This view is useful in
providing a clear picture of how often each file changes
per release, or within the project as a whole.
Alternatively, the side segment heights can be allocated
proportionally to the time of check-in relative to the
release dates, so a version checked in very early after the
previous release, and well before the next one would have
a short height. This is a similar process to the resizing of
the central segment. Implementation against header file
comparisons should use this allocation method to gain an
accurate picture, or use the timeline with the first method
to display the same information.

Colour is used to show a further entity from the log.
Possibly the most useful within a CVS log is the author
that checked in the file. In this case, each side segment is
filled with a colour that maps to a legend representing
authors that has been extracted from the log files. The
user of the visualisation can change these colours in order
to highlight particular authors in a colour that is more
easily recognised. Importantly, these colours are
generated consistently, by allocating colours to authors in
order of the time that they were first involved with the
project. Therefore, the author who submitted the first file
will be allocated the first colour, and this will remain
throughout the lifetime of the project.

Finally, a timeline is also displayed. Although the log
file does not contain specific release dates, the
approximate date of a release can be derived from data
contained within the individual entries, and it is this that
is displayed. It is then possible to map individual towers
onto the timeline, highlighting the evolution of the files
within a release.

3.1. Animation

In Revision Towers, the user has partial control over
the layout of the visualisation. Some changes that are
made, such as changing the height of the central segment,
could be disorientating. However, using animation to
move smoothly between the different types of display
allows context to be maintained.

Animation is also used to display the development of
the repository. Using the timeline together with the main
view allows a view of the repository at any point in time.
This means the user is presented with a picture that is
built up slowly, rather than being presented with an entire
system instantly. This also means that files that are
introduced to the system do not need to be shown from
the beginning, but can be faded in at the suitable position.
The position of these towers is determined at the start of
the animation however, so that, for example, towers do
not move to allocate space for a new tower. As
unnecessary movement is eliminated, there is no danger
of the user being distracted by animation unrelated to the
data. The intention is to reduce the complexity of the
animation, and so increase understanding. Chi et al [11]
used a similar technique to show the evolution of web
sites.

Although the individual frames build up to the finished
picture, the animation presents information that may not
otherwise be obvious by looking at the final picture alone.
For example, figure 4 contains five frames from an
animation of the evolution of part of the Allegro [12]
graphics library over five releases. What is immediately
obvious is how the project management has changed
during this time. Initially, all check-ins were executed by
A. The second frame shows that almost all check-ins were
done by B. However, over time, new project members
have taken over, to a greater or lesser extent. This is not
immediately obvious from viewing the final picture in
comparison to the individual frames.

An important part of any animation such as this is that
the user has full control over the playback. Animations
that can only be played in one direction mean that the
animation will often have to be viewed many times in
order to understand how a particular state was achieved.
However, by allowing the animation to be played in both
directions, once an interesting state is displayed, it is
trivial to immediately rewind the animation a few frames
to determine how this state came about. The animations
can also be displayed at a number of speeds. This is
important as it allows familiar parts of the visualisation to
be skipped, whilst concentrating on the unfamiliar parts at
a slower speed.
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Figure 4 - Revision Towers animation

3.2. Layout

Within software visualisation, it is rare to consider the
layout issues that arise with an evolving data set. The
problem is not one of the layout of the current data, as
many suitable algorithms exist. Rather, the issue is
attempting to anticipate how the data might change at a
future point in time. For example, a repository may gain
several new files over a month. Visualisations created at
the start of the month, and at the end of the month, should
look similar in order to provide some context for the user
of the visualisation, particularly if they use the
visualisation on a regular basis. If the same object is
placed at the top left of the screen when the visualisation

is repeatedly created at different points in time, the user
will assume that any similar object appearing in that
position at a future date would refer to that same object.
However, with many layout algorithms that will not be
enforced. In particular, spring-based algorithms, which
are suitable for many graph layout problems, respond
particularly badly.

To avoid this problem, towers are laid out initially
according to creation date, and then alphabetically, left to
right and top to bottom. It is rare for files to be physically
deleted from a repository, but rather for them to be
marked as deleted. Therefore, providing space exists
within the view, towers will not need to move from their
original position, and so should be easily located within
future visualisations. As hinted, the main problem arises
when there is insufficient space to display the towers, and
either the size of the towers must be reduced to allow
more to be displayed, or the space must scroll to allow
more to be shown. The ideal solution would depend very
much on the type of repository being visualised - a very
large repository might be better suited to scrolling, but a
smaller one could work better with a reduced size. If the
size of a tower is reduced, this has an impact on the layout
of the towers, and recreates the original problem. The
solution is to retain the layout used when the visualisation
was last used by a particular user. Animation can then be
used to morph the original layout with the new, reduced
size, layout.

A common argument for using animation for a process
such as this is that it will maintain context between the
two views. Unless great care is taken over the two layouts
this is unlikely to be the case, as there will be too many
moving objects to be able to see the source and
destination of all of them, and this would be necessary to
completely maintain context. Any objects that had to
cross to reach their new position would further confound
the problem. Instead, in this case, the purpose of using
animation rather than displaying the new layout directly is
to offer the user of the visualisation some idea of the
extent of the layout changes. If only a few objects change
position, the user will be able to realise that the new
layout is reasonably similar to the previous one, and
therefore will be able to reuse the knowledge built up
from examining the previous visualisations. However, if
many objects change position, the user will realise that
there has been a significant change to the layout, and
possibly the repository, and so will also realise that
previous assumptions that had been made about objects at
specific locations are now likely to be unfounded.

Towers may also be rearranged to provide the user
with an alternative view. Whilst the initial view provides
consistency, it is not always the most appropriate layout.



Instead, it may be more useful to show the towers in order
of the number of changes made, or grouped according to
whether they were modified by a specific author. This can
be based on either a specific release, or for the entire
history. The location of the towers is then fixed by default
during the playback of the animation.

4. Scenarios

Three scenarios have already been presented
describing why an individual would have an interest in
viewing the contents of a repository. In order for the
visualisation to be considered useful, it should provide a
solution to each of those scenarios. To demonstrate how
the visualisation works, the tower shown in figure 3 will
be used as an example.

This shows a typical tower from a relatively small
project. The left side represents the header file, and the
right side represents the implementation file. Three
authors have worked on the file at some point, which is
clear from the three colours used. More specifically, the
first author (author A) appears to be no longer involved
with these files, as no check-ins have been made by them
after the first 6 releases. Author B has then taken over the
bulk of the work, with some assistance from the author C.

Although this view provides a brief summary of the
ownership of the file, closer examination allows more
information to be derived and deduced. In particular, the
role of author C is interesting. The author has only made
changes to the implementation files with the header files
unaffected. The file size after these changes (represented
by the length of the segment) has also increased in at least
two cases. (It may have increased in the top case also, but
due to the limited screen resolution, this can not be
confirmed from the picture alone. However, moving the
mouse over the segment in question displays all details
related to this segment, including the number of changes).
Therefore, it is clear that no major functionality was
introduced, as the header file remained constant during
this time. As this is a C++ program, it is possible to
assume that the header file would contain the class
prototype, and therefore the prototype has not changed.
So the likely changes would include bug fixes, adding
comments, or rewriting the method implementations to
improve them in some way.

Information such as this would be useful to both a
programmer and a manager. A programmer would know
that the class interface has changed only once in the last
three releases. Depending on when the programmer was
last involved in the project, they may wish to examine the
source code more precisely in order to determine exactly

what these changes were. However, rather than needing to
examine changes for every file in the system, or even files
related to their project area, they are immediately aware
of which files have changed, and by how much. This
enables them to concentrate on a smaller set of files.

Similarly, a manager may be able to draw some
conclusions about the skills of authors B and C. If the
pattern of these authors emerged elsewhere in the project
also, where C only makes changes to the implementation
files, it may be worth examining more closely the nature
of changes being implemented. If it is apparent that the
author is particularly proficient at optimising, for
example, it may be worth encouraging this author to work
in a more speed-critical part of the project. If, instead, it
appears that C is implementing a lot of bug fixes,
particularly as a result of coding by B, the manager may
wish to encourage B to work on a less critical part of the
project, or even leave the project altogether.

It is also possible to use the visualisation to get a good
idea of how the project is evolving. For example, the state
of the project just before the sixth release is worthy of
investigation. Here, it is possible to see that whilst the
size of the header file has increased, the size of the
implementation file has decreased. This, at first glance, is
an unusual situation. In this case, this was due to a section
of code being cut from the file, which was then pasted
into a new file. At the same time, some interface changes
were made to the header file to take account of the section
of code being moved. Therefore, the size of the header
file increased, and the size of the implementation file
decreased. This information may also be useful to a
programmer returning to the project after time away, as it
highlights the fact that code has been moved or deleted.

Further information that can be revealed from the
tower is that the file is relatively significant. Initially there
was a flurry of activity, which can be seen from the fact
that there were several versions before the first release.
Since that point, the files have been changed
approximately once per release, and, in general, have
been increasing in size at a constant rate. These frequent
changes, and particularly those to the header file, indicate
that it is often necessary to change the file in order to
incorporate new functionality into the project. Therefore,
it is probably worth spending time to understand the role
of the file. The frequent changes to the header file would
also be of interest to someone considering the use of the
software within their own development. It may be that
these changes regularly alter the interface, and so the
developer may wish to find an alternative, more stable,
solution to their requirements.

Finally, when multiple towers are displayed, animating
the creation of these towers conveys further information.



Although a limited number of towers may be mapped
simultaneously onto a timeline, this is not possible for all
of them. Similarly, whilst towers may be structured in
proportion to the date of release, this is not always
appropriate. Therefore, viewing the animation allows the
temporal details regarding the individual versions to be
displayed. For example, the fact that only two changes
occurred during releases two to four may be due to the
fact that there was very little time between these. This
information would again be useful to potential users of
the software, in determining the level of activity within
the project, and whether that activity is increasing or
decreasing. Alternatively, the animation can highlight
patterns within the repository that may not otherwise be
seen, as figure 4 demonstrates. Here, it is clear to see how
the project ownership has changed from author A in
frame 1, to B in frame 2, and C in frame 3. Frames 4 and
5 show a more open ownership, with more authors
responsible for check-ins. Developers preferring a more
open project management would find this useful.

Clearly, it is not possible to draw concrete conclusions
as to the behaviour of a large project by examining the
small degree of data presented. However, this is not the
intention of the visualisation, and it would be unwise to
use it as such. It is the intention to reduce the amount of
data that has to be considered before comprehending the
latest version of a system, and this is done by highlighting
potentially interesting areas within the repository, which
should then be investigated more closely. It should also
be considered that a single tower has been used to
demonstrate the visualisation. In reality, it will normally
be the case that several towers should be examined before
drawing any real conclusions about the state of the
project.

5. General Issues

Some outstanding issues remain with the visualisation
however, which are influenced by the data set used. The
programs RCS (and CVS), which provide the data used in
the Revision Towers tool, are based around the line-based
differencing tool ‘diff’ . This means that changes to the
file that only include whitespace, for example, blank
lines, will affect the recorded number of lines changed
within the log. Similarly, changes to comments will also
be flagged as a change. Although necessary to record
changes such as this within the repository so that they are
not lost, a visualisation such as Revision Towers would
benefit strongly from a version control tool that records
the changes intelligently, rather than just line by line. The
primary reason for this is that it would allow a much more
accurate comparison between the header and
implementation files. For example, whilst working with

an implementation file, it may be that the associated
header file is changed accidentally, for example, by
adding a blank line at the end of the file. Checking in the
files again would record this as a change, and so the
visualisation would suggest that more work than was
actually done took place.

A second issue regards the role of the ‘author’  within
the log. For a small project with a few developers who
have all been given full read/write access to the
repository, the author as listed in the log is likely to be the
author of the code that was added or modified. However,
within a larger project, it is the developer with the
responsibility for checking in work to that module that
will be credited with the change within the log,
sometimes with the actual author included as a comment
within the log, or within a separate changes file.
Therefore, when colour-coding the versions of a file
according to the author, it is not clear without examining
the management of a project in more detail whether this
generally refers to the author making the change, or the
project member with the responsibility for that module.

There are a number of potential solutions to this
problem. The first is to parse the comments associated
with a change intelligently, to try and determine the
developer who wrote the code. It may be that a specific
project has a standard way of generating comments, and
so it may be possible to tailor the visualisation to work
with a specific project. The second is to modify RCS (or
CVS) to include the developer as a separate field within
the check-in information, within the environment that it is
to be used. This would be feasible if the visualisation was
integrated into an online repository environment, such as
SourceForge [2]. Both of these solutions would raise
further issues within the visualisation, such as how
multiple authors contributing to changes checked-in as a
single version would be displayed.

6. Conclusions and Further Work

This paper has demonstrated that it is possible to use
the data contained within a version control repository to
create a useful and meaningful visualisation of the state of
an open source project. A specific visualisation, Revision
Towers, has been presented in order to demonstrate some
of the relationships and conclusions that can be drawn
from examining this data. A prototype tool has been
developed to show how the visualisation would work in
practice, and an example provided showing this working
with data taken from the Allegro project.

The layout of the information within the log is an
important part to the usefulness of the visualisation. By



pairing related files together, provisional conclusions may
be drawn rapidly about the state of the project, and how
individual files are evolving. Size and colour are used to
display further information about file size and ownership.

Animation is used by the visualisation in order to
present this information. Although animation has often
been suggested as a useful means of displaying time-
related data, there are few implementations where this has
actually been done. Some guidelines for the use of
animation in this way have been presented, and an
example of how the use of animation is beneficial over an
equivalent static picture has been provided.

Finally, the importance of the consistency of a
visualisation over time has been raised. The fact that a
visualisation should be consistent is well known, but this
concept has now been extended so that the visualisation
should remain consistent when provided with an evolved
data set. This is a little considered area within software
visualisation, and a possible means of achieving some
consistency has been presented.

There is much that could be done to improve Revision
Towers. Currently the visualisation is stand-alone, and
has no integration with a version control system.
Providing this integration would be valuable, and enhance
the usability of the visualisation. For example, clicking on
a version could check that version out of the repository.
Selecting a release could do the same for all files within
the project. Selecting two versions of a file could call a
file comparison program, and so on. Similarly, the
visualisation could be integrated with an online repository
CVS view as an alternative to the text-based log that is
often provided.
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